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1. INTRODUCTION

Parametricity [14] is an important feature of a monitoring system for making runtime verification (RV) more effective, since, typically, correctness of traces depends on the specific data values that are carried by the monitored events of the trace, and that, in general, cannot be predicted statically. Typically, the correctness of an interaction protocol may depend on the values exchanged by agents; protocols may also be parametric in the involved agents, and resources, and this parametricity is naturally reflected on the data carried by values.

In this work we propose parametric trace expressions, an extension to trace expressions [7, 2], expressly designed for parametric RV of multiagent systems. Such an extension is achieved by introducing variables in trace expressions that are substituted with data values at runtime, when events are matched during monitoring.

2. PARAMETRIC TRACE EXPRESSIONS

Trace expressions [7, 2] are a specification formalism expressly designed for RV and inspired by initial work on monitoring of agent interactions in multiagent systems [6, 11].

They have been successfully adopted in practice for both the JADE and Jason [8] platforms, as discussed in [3, 9, 10, 4, 5, 12], and applications for other interesting domains have emerged recently [1]. In particular, several experiments based on real case studies have demonstrated that in most practical examples monitoring through trace expressions exhibits a time complexity which is linear in the length of the analyzed event trace.

2.1 Syntax and semantics

Parametric trace expressions are built on top of event types, each specifying a set of events. If \( \tau \) is an event type, possibly containing free variables, then \( \text{match}(e, \tau) = \sigma \) means that event \( e \) matches event type \( \tau \) with computed substitution \( \sigma \) which must be grounding for the event type \( \tau \), that is, the domain on which \( \sigma \) is defined coincides with the set of variables in \( \tau \).

A substitution \( \sigma \) is a finite partial map with domain denoted by \( \text{dom}(\sigma) \). The substitution with the empty domain is denoted by \( \emptyset \). The equality \( \sigma = \sigma_1 \cup \sigma_2 \) holds iff \( \text{dom}(\sigma_1) = \text{dom}(\sigma_2), \) and for all \( X \in \text{dom}(\sigma) \), \( \sigma(X) = \sigma_1(X) \) if \( X \in \text{dom}(\sigma_1) \), and \( \sigma(X) = \sigma_2(X) \) if \( X \in \text{dom}(\sigma_2) \) (hence, \( \sigma_1 \) and \( \sigma_2 \) must coincide on \( \text{dom}(\sigma_1) \cap \text{dom}(\sigma_2) \)). The notation \( \sigma_X \) denotes the substitution where \( X \) is removed from its domain: \( \sigma_X = \sigma' \) iff \( \text{dom}(\sigma') = \text{dom}(\sigma) \setminus \{X\} \) and for all \( X \in \text{dom}(\sigma') \) \( \sigma'(X) = \sigma(X) \). The notation \( \sigma \vartheta \) denotes the event type obtained from \( \vartheta \) by substituting all occurrences of \( X \in \text{dom}(\sigma) \) in \( \vartheta \) with \( \sigma(X) \).

As trace expressions, parametric trace expressions can be recursive through cyclic terms expressed by finite sets of recursive syntactic equations, as supported by modern Prolog systems.

A parametric trace expression \( \tau \) is built on top of the operators defined below together with their meaning:

- \( e \) (empty trace): the singleton set \( \{e\} \) containing the empty event trace \( e \).
- \( \vartheta;\tau \) (prefix): the set of all traces whose first event \( e \) matches the event type \( \vartheta \), and the remaining part is a trace of \( \tau \).
- \( \tau_1;\tau_2 \) (concatenation): the set of all traces obtained by concatenating the traces of \( \tau_1 \) with those of \( \tau_2 \).
- \( \tau_1 \cup \tau_2 \) (intersection): the intersection of the traces of \( \tau_1 \) and \( \tau_2 \).
- \( \tau_1 \cap \tau_2 \) (union): the union of the traces of \( \tau_1 \) and \( \tau_2 \).
- \( \tau_1 \mid \tau_2 \) (shuffle): the set obtained by shuffling the traces of \( \tau_1 \) with the traces of \( \tau_2 \).
- \( \langle X;\tau \rangle \) (binder): it binds the free occurrences of \( X \) in \( \tau \); accordingly, the trace expression \( \sigma\tau \) obtained from \( \tau \) by substituting all free occurrences of \( X \in \text{dom}(\sigma) \) in \( \tau \) with \( \sigma(X) \), is coinductively defined as follows:

\[
\begin{align*}
\sigma(\vartheta;\tau) & = (\sigma\vartheta);(\sigma\tau) \\
\sigma(\tau_1 \cup \tau_2) & = (\sigma\tau_1) \cup (\sigma\tau_2) \quad \text{for } \vartheta \in \{\lor, \land, \cdot, \} \\
\sigma(\langle X;\tau \rangle) & = \langle X;\sigma\tau \rangle
\end{align*}
\]

The transition system for parametric trace expressions is defined in Figure 1. The main transition relation \( \tau \xrightarrow{e} \tau' \) is defined in terms of the auxiliary relation \( \tau \xrightarrow{e} \tau'; \sigma \), where \( \sigma \) is the substitution generated during the transition step. This is required because it is not possible to predict from which variable occurrence a certain substitution is generated; consider for instance the trace expressions \( \vartheta_1(X) \mid \vartheta_2(X) \mid \tau_2 \), where \( \vartheta_1(X) \) and \( \vartheta_2(X) \) are two distinct event types containing occurrences of variable \( X \); if event \( e \) fires a transition on the lhs operand of the shuffle operator, then the computed substitution \( \sigma \) is s.t. \( e = \text{match}(e, \vartheta_1) \), and the trace expression is rewritten into \( \sigma(\vartheta_1(X) \mid \vartheta_2(X) \mid \tau_2) \), otherwise, if the transition is fired on the rhs, then \( \sigma = \text{match}(e, \vartheta_2) \), and the trace expression is rewritten into \( \sigma(\vartheta_1(X) \mid \tau_2) \).

Rule (main) defines the main transition relation in terms
of the auxiliary transition relation which computes the substitution; at top level a correct trace expression cannot contain free variables (that is, undeclared variables), hence the main transition is fired only if the computed substitution is empty.

In rule (prefix) a substitution is generated by applying match to the current event e and the event type \( \vartheta \).

Rules for union, shuffle, and concatenation are straightforward.

In rule (and) the side condition requires that the substitutions \( \sigma_1 \) and \( \sigma_2 \) computed for the two operands must coincide on the intersection of their domains; the final substitution \( \sigma \) is obtained by merging \( \sigma_1 \) and \( \sigma_2 \).

Rules (var-t) and (var-f) deal with the construct \( <X; \tau> \) for variable scavenging. The former rule is applied when variable \( X \) is contained in the domain of the computed substitution \( \sigma \) for the transition starting from \( \tau \); in such a case \( \sigma \) is applied to the trace expression \( \tau' \) in which \( \tau \) rewrites to, and the scoping construct is removed; furthermore, the computed substitution is \( \sigma \).

Rules (var-t) and (var-f) deal with the construct \( <X; \tau> \) for variable scavenging. The former rule is applied when variable \( X \) is contained in the domain of the computed substitution \( \sigma \) for the transition starting from \( \tau \); in this case the scoping construct is not removed, and the computed substitution coincides with \( \sigma \).

The auxiliary predicate \( \epsilon() \) checking whether a trace expression is allowed to contain the empty trace.

3. CASE STUDY

We were able to formalize and monitor through a parametric trace expressions a slightly different version of the English auction FIPA specification [13].

The protocol involves an auctioner agent, and two or more bidder agents. The protocol starts with a preamble where auctioner sends a single message to all bidders (in any order) informing that the auction for selling a certain item is going to start. It is assumed that all contacted bidders will participate to the auction, until auctioner will notify bidders about the closing of the auction.

The preamble is followed by an initial proposal round, where auctioner sends a single message to all bidders with a proposed item price, which is equal for all bidders; then auctioner waits to receive a single reply from all bidders before deciding to either closing the auction, or moving to the next proposal round. Every bidder can either accept or reject the proposal; a bidder \( b \) will keep attending the auction, even when \( b \) decides to reject a proposal at a certain round.

Agent auctioner moves to the next proposal round if at least two bidders have accepted the previously proposed price; in such a case, the new proposed price will be at least greater or equal than \( p + \Delta p \), where \( p \) is the price proposed at the previous round, and \( \Delta p \) is an a priori fixed positive constant.

If a bidder \( b \) has accepted the last proposed price, then auctioner closes the auction by sending a single message to all bidders; bidder \( b \) is notified of the purchase of the item, while all other bidders are informed that the item has been sold.

Finally, if no bidder accepts the current proposal, then auctioner closes the auction by sending a single message to all bidders to notify them that the item is unsold.

3.1 Monitoring of the protocol

We have defined a parametric trace expression which allowed us to successful monitor a system implementing the auction protocol described above with an unspecified number of participants that can be fixed only at runtime.

This case study shows that parametric trace expressions are a powerful but also efficient formalism for expressing parametric specifications for RV; experiments with our implemented tool for RV through parametric trace expressions show that runtime verification is linear in \( TL \cdot BN \), where \( TL \) is the total length of the analyzed trace, and \( BN \) is the number of bidders; the tool is able to support runtime verification of a Jade multiagent system with 500 bidders. Beyond such a limit, the tool starts reporting protocol violations simply because the Jade platform is no longer able to guarantee that messages sent from agent \( a \) to agent \( b \) are received by \( b \) in the expected order.

To better assess our tool, we are planning to further experiment with parametric trace expressions to constitute a library of specifications for the most commonly used interaction protocols, and to individuate recurrent patterns that can be usefully exploited to ease the specification of complex protocols.

\(^1\)The parametric trace expression together with the JADE MAS and monitor can be downloaded from http://www.ParametricTraceExpr.altervista.org.
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