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1 Introduction

The Unified Modeling Language (UML) is becoming a standardized modeling notation for
expressing object-oriented models and designs. UML is based on an intuitive and easy to
understand diagrammatic notation. Since its birth, a lot of CASE tools for UML have been
generated; but the specification of the language is “semi-formal”, i.e. parts of it are specified
with well-defined language while other parts have been described informally in English.

It is commonly admitted that a language should have a formal semantics to be unam-
biguous. Furthermore, the semantics must be precise if tools are to verify some properties on
a model expressed in this language. A lot of methods have been presented to represent the
semantics for the state machine in UML. Here we are looking for a method which can not
only represent the semantics for the state machine but also execute and verify the semantic
model.

There has been other work on verification tool for UML. The tool vUML [8], developed
in Abo Akademi University in Finland, is used to verify a UML model by using the model
checker SPIN. vUML translates the UML model into the SPIN input language PROMELA
and then verifies the UML model. But the SPIN input language PROMELA is not a formal
language which can be applied to give a semantic model. Therefore vUML deploys structural
operation semantics to give the semantic model. This seems to us that vUML separates the
verification model and semantic model. Fortunately Abstract State Machines can avoid this
separation by unifying them into one model.

2 Abstract State Machine

Abstract State Machines (abbreviated as ASM) [1] were first presented by Prof. Y. Gurevich
ten years ago. Since then, they have been successfully used in specifying and verifying a lot
of software systems. For example, they have been used to give a semantic model for several
different styles of programming languages, like C [7] etc.. We can use an ASM interpretor to
execute these semantic model [2]. Additionally, Abstract State Machines are used to specify
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and verify a lot of software application (e.g. [3]). As the first step of an ongoing project, we
present an Abstract State Machine Model for the UML state machine in this paper.
An ASM program consists of the rules of the following forms:!

1. Update Rule: f(3) := ¢ is a rule with function f. Here 3 is a tuple (s1,-. ., s,) of terms.
The meaning of this rule is that the value of the function f at the value of the tuple
(s1,-.-,8n) is set to the value of ¢.

2. Conditional Rule: If g is a boolean term and R; and R, are rules then if g then R; else
R> endif is a rule. The meaning of this rule is that if the value of g is true then R; is
fired; otherwise R» is fired.

3. Block: If Ry and R, are rules then do in-parallel R; R> enddo is a rule with component
R; and R». R; and R are fired simultaneously if they are mutually consistent; otherwise
do nothing. In a general ASM program like what we will give the rules in the following,
we always omit the keyword do in-parallel and enddo .

In order to model a composite state in the UML state machine, we use a set of agents,
each executing a set of ASM rules. To distinguish itself from the other agents, an agent a can
interpret Self as a. More details about the distributed ASMs can be found in [6].

3 An ASM Model

Now we outline the idea about how to give an ASM model for a UML state machine diagram.
The UML state machine we consider is based on [10]. All ASM rules given are general purpose.
More details about this can be found in [5]. Because the interrupt caused by an event implicitly
affects some nodes in the UML state machine, we extend it to an extended UML state machine
diagram. In an extended UML state machine diagram, when an event occurs we just need to
consider how to interrupt the activity associated with a node affected by that event; and we
don’t need to think about the other nodes. After obtaining an extended UML state machine
diagram, we give a set of transition rules for all kinds of states in the extended UML state
machine diagram. Next we consider how to derive an extended UML state machine diagram.

First we consider those transitions outgoing from a node. 2 In a UML state machine if an
event associated with a transition occurs, then not only is the source node of that transition
affected but those nodes, which are either subnodes of that transition’s source node or the
ones including the transition’s source node, are affected as well. To explicitly denote these
nodes affected by that transition, we add a transition for every affected node which is a
source node of the new generated transition. In Figures 1 and 2 readers find how these new
transitions are added.

On the other hand, we also add some transitions in an extended UML state machine dia-
gram for those transitions coming into a composite node. The purpose for this is to explicitly
give the target node for every transition coming into a composite node.

! In fact, an ASM program can be defined in a more liberal way. Some structures introduced like
let rules make ASM program more easy to write and read and they can be translated to the basic
rules.

% Strictly speaking, state and transition are used in a UML state machine. And node and arc are used
in an extended UML state machine diagram. But sometimes we use these names interchangeably.
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(a) UML state machine diagram (b) extended UML state machine diagram

Fig. 1. An arc is generated in (b) according to the arc tr in (a).
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Fig. 2. Some arcs are generated in (b) according to the arc ¢r in (a).




If a transition enters a concurrent composite node and does not explicitly terminates on
some of its regions, then we add some new transitions on these implicit regions, which is

shown in Figure 3.
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Fig. 3. (a) shows an transition in a state machine diagram terminating on a substate within a
concurrent composite state. (b) shows a new arc is generated in the other region.

Having derived an extended UML state machine diagram, we consider how to give a
dynamic model for a state machine in UML. To model a dynamic execution of a state machine
in UML, two special function CurArc and CurNode are defined to denote the current active
transition and node. The current node refers to a node whose actions are being executed. And
the incoming transition is called an active transition.

Here we illustrate a simple node as an example to show that an ASM model for a UML
state machine is correct. More details about an ASM model for a UML state machine can be
found in [10]. The execution for a state is divided into three steps, one of which executes the
entry actions, internal actions and exit actions respectively. If the guard condition associated
with the current arc CurArc is true, the node is a leaf node and the node’s phase is init,
then the entry action associated with the node is executed and at the same time, the node
enters the phase internal_exe. The macro ISREACHABLE is used to check whether the guard
condition associated with the current arc Cur Arcis true or not. The macro EXE_ENTRY_ACTION
is used to execute the entry actions. The ASM for this phase is shown in Fig 4. In order to
save space we use let structure to represent that all appearances of node are replaced by
targetstate (CurArc) in the ASM specification.

let node =targetstate(CurArc) in
if ISREACHABLE(node,CurArc)=true and IsSimple(node)=true and
Phase(node)=init then
EXE_ENTRY_ACTION(node);
CurNode(Self) := node;
Phase = internal_exe;
endif
endlet

Fig. 4. The initial phase for a simple state.



When an agent’s control reaches a node and the node’s phase is internal_eze, the internal
actions and activity associated with the node are executed; and this is denoted by macro
CREATE_ACT. The ASM model for this phase is shown in Fig 5.

let node = targetstate(CurArc) in
if ISREACHABLE(CurArc(Self))=true and IsSimple(node)=true
and Phase = internal_eze then
CREATE_ACT(node);
Phase(node) := wait_for_exit;
endif
endlet

Fig. 5. The internal phase for a simple state.

If a simple node is in state wait_for_exit and an arc, which results in a normal exit from
the current node, is eligible to fire, the agent will execute the exit actions and entry actions
along the arc. If there is more than one completion arc which is eligible to fire, a function
ChooseArc returns a highest priority arc, that is about to execute. The macro ELIGIBLE2EXE
is used to denote whether a completion event is eligible to fire or not. The following are the
definitions for the function ChooseArc and macro ELIGIBLE2EXE.

ELIGIBLE2EXE (arc)=
IsTriggerless(arc)=true and HasGenEvent(arc)=true and guard(arc)=true

ChooseArc(node)= k iff
ELIGIBLE2EXE(outArcy (node))=true and
(V i: ELIGIBLE2EXE(outArc; (node))=true =
HighPriority(our Arcy, (node),our Arc; (node))=true)

Fig. 6. The definitions for function ChooseArc and macro ELIGIBLE2EXE.

In order to execute the exit actions along the arc, we need to set some functions and the
phase for the agent is also set to arc. All these actions are defined in the macro EXIT_FROM_NODE.
And function CurNode is set to undef in that the agent is about to leave from that node.
The ASM model for the last phase is shown in Fig 7.

The other interesting rule related to the UML state machine is how to implement the
transition from one state into anther state. There are two ways to exit from one state into
another: completion event and interruption event. If one of them is eligible to fire, then an
agent needs to stop all the activities being executed and start executing all exit actions in
the nodes from which the arc comes.

If a node, whose exit action is to be executed next, is a concurrent node, then we need to
distinguish two cases. One is the execution for the exit action caused by an event belonging



let node = targetstate(CurArc) in
if ISREACHABLE(node,CurArc) and IsSimple(node)=true and Phase = waiting_for_exit then
let j=ChooseArc(node) in
if (j I= undef) then
CurNode(Self) := undef;
EXIT_FROM_NODE(outArc;,node);
endif
endlet
endif
endlet

Fig. 7. The last Phase for a simple state.

to that concurrent node and that concurrent node’s exit action is to be first executed during
the (abnormal) exit. The other is the execution for the exit action caused by the pass from
its immediate subnode.

If the first case occurs, the agent needs to wait for all its child agents’ executions of their
exit actions to finish. If all the child agents finish their exit executions, then the agent kills all
of its child agents (if they exist) and executes the action defined in EXE_EXIT_OUTWARDS.
If the second case occurs, the agent stops the execution for exit action and waits for its parent
agent to kill itself. When an agent finishes the execution for all the exit actions associated
with an arc, we set function CurMode back to node, meaning a target node of the arc is a
candidate to be executed in the next. The ASM specification is shown in Fig 8.

4 Conclusion

In this paper we outlined the ASM model for a UML state machine diagram. ASM specification
uses simple syntax and its specification can be executed and verified as well.
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